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**LESSON PLAN**

| **Course Code** | **Course Title**  **(Laboratory Integrated Theory Course)** | **L** | **T** | **P** | **C** |
| --- | --- | --- | --- | --- | --- |
| **CS23231** | **Data Structures** | **3** | **0** | **4** | **5** |

| **LIST OF EXPERIMENTS** | |
| --- | --- |
| **Sl. No** | **Name of the experiment** |
| Week 1 | Implementation of Single Linked List (Insertion, Deletion and Display) |
| Week 2 | Implementation of Doubly Linked List (Insertion, Deletion and Display) |
| Week 3 | Applications of Singly Linked List (Polynomial Manipulation) |
| Week 4 | Implementation of Stack using Array and Linked List implementation |
| Week 5 | Applications of Stack (Infix to Postfix) |
| Week 6 | Applications of Stack (Evaluating Arithmetic Expression) |
| Week 7 | Implementation of Queue using Array and Linked List implementation |
| Week 8 | Implementation of Binary Search Tree |
| Week 9 | Performing Tree Traversal Techniques |
| Week 10 | Implementation of AVL Tree |
| Week 11 | Performing Topological Sorting |
| Week 12 | Implementation of BFS, DFS |
| Week 13 | Implementation of Prim’s Algorithm |
| Week 14 | Implementation of Dijkstra’s Algorithm |
| Week 15 | Program to perform Sorting |
| Week 16 | Implementation of Open Addressing (Linear Probing and Quadratic Probing) |
| Week 17 | Implementation of Rehashing |
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**INDEX**

| **S. No.** | **Name of the Experiment** | **Expt. Date** | **Page No** | **Faculty Sign** |
| --- | --- | --- | --- | --- |
| 1 | Implementation of Single Linked List (Insertion,  Deletion and Display) | 29/02/2024 | 6 |  |
| 2 | Implementation of Doubly Linked List (Insertion, Deletion and Display) | 07/03/2024 | 16 |  |
| 3 | Applications of Singly Linked List (Polynomial Manipulation) | 14/03/2024 | 23 |  |
| 4 | Implementation of Stack using Array and Linked List implementation | 21/03/2024 | 32 |  |
| 5 | Applications of Stack (Infix to Postfix) | 28/03/2024 | 39 |  |
| 6 | Applications of Stack (Evaluating Arithmetic Expression) | 04/04/2024 | 44 |  |
| 7 | Implementation of Queue using Array and Linked List implementation | 11/04/2024 | 48 |  |
| 8 | Performing Tree Traversal Techniques | 18/04/2024 | 53 |  |
| 9 | Implementation of Binary Search Tree | 25/04/2024 | 57 |  |
| 10 | Implementation of AVL Tree | 02/05/2024 | 64 |  |
| 11 | Performing Topological Sorting | 09/05/2024 | 78 |  |
| 12 | Implementation of BFS, DFS | 09/05/2024 | 82 |  |
| 13 | Implementation of Prim’s Algorithm | 16/05/2024 | 89 |  |
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**Note: Students have to write the Algorithms at left side of each problem statements.**

| **Ex. No.:01** | **Implementation of Single Linked List** | **Date:29/02/2024** |
| --- | --- | --- |

**Write a C program to implement the following operations on Singly Linked List.**

1. **Insert a node in the beginning of a list.**
2. **Insert a node after P**
3. **Insert a node at the end of a list**
4. **Find an element in a list**
5. **FindNext**
6. **FindPrevious**
7. **isLast**
8. **isEmpty**
9. **Delete a node in the beginning of a list.**
10. **Delete a node after P**
11. **Delete a node at the end of a list**
12. **Delete the List**

**Algorithm:**

1. Start
2. Define a Node structure with data and a pointer to the next Node.
3. Initialize a head pointer to NULL.
4. Create functions for the following operations:
   1. Insert at the beginning or end:

* Create a new Node with the given data.
* Traverse the list to the last Node or update the head pointer accordingly.
  1. Delete from the beginning or end:
* Update the head pointer to the next Node or traverse to the second last Node and update its pointer.
  1. Search for a value:
* Traverse the list and compare each Node's data with the given value.
* Return the Node if found, otherwise return NULL.

1. Test the operations by inserting, deleting, and searching for elements in the list.
2. Stop

**PROGRAM:**

**#include <stdio.h> #include<stdlib.h>**

**void createfnode(int ele); void insertfront(int ele); void insertend(int ele); void display();**

**//type declaration of a node struct node**

**{**

**int data;**

**struct node\* next;**

**};**

**struct node\* head = NULL; struct node \*newnode; void insertfront(int ele)**

**{**

**newnode=(struct node\*)malloc(sizeof(struct node)); if(newnode!=NULL)**

**{ newnode->data=ele; if(head!=NULL)**

**{**

**newnode->next=head; head=newnode;**

**}**

**else**

**{**

**newnode->next=NULL; head=newnode;**

**}**

**}**

**}**

**void insertend(int ele)**

**{**

**newnode=(struct node\*)malloc(sizeof(struct node)); if(newnode!=NULL)**

**{**

**newnode->data=ele; newnode->next=NULL; if(head!=NULL)**

**{**

**struct node \*t; t=head;**

**while(t->next!=NULL)**

**{**

**t=t->next;**

**}**

**newnode->next=NULL; t->next=newnode;**

**}**

**else**

**{**

**head=newnode;**

**}**

**}**

**}**

**int listsize()**

**{**

**int c=0; struct node \*t; t=head; while(t!=NULL)**

**{**

**c=c+1; t=t->next;**

**}**

**printf("\n The size of the list is %d:\n",c); return c;**

**}**

**void insertpos(int ele,int pos)**

**{**

**int ls=0; ls=listsize();**

**if(head == NULL && (pos <= 0 || pos > 1))**

**{**

**printf("\nInvalid position to insert a node\n"); return;**

**}**

**// if the list is not empty and the position is out of range if(head != NULL && (pos <= 0 || pos > ls))**

**{**

**printf("\nInvalid position to insert a node\n"); return;**

**}**

**struct node\* newnode = NULL;**

**newnode=(struct node\*)malloc(sizeof(struct node)); if(newnode != NULL)**

**{**

**newnode->data=ele; struct node\* temp = head;**

**//getting the position-1 node int count = 1;**

**while(count < pos-1)**

**{**

**temp = temp -> next; count += 1;**

**}**

**//if the position is 1 then insertion at the beginning if(pos == 1)**

**{**

**newnode->next = head; head = newnode;**

**}**

**else**

**{**

**newnode->next = temp->next; temp->next = newnode;**

**}**

**}**

**}**

**void findnext(int s)**

**{**

**struct node \*temp; temp=head;**

**if(temp==NULL&&temp->next==NULL)**

**{**

**printf("No next element ");**

**}**

**else**

**{**

**while(temp->data!=s)**

**{**

**temp=temp->next;**

**}**

**printf("\nNext Element of %d is %d\n",s,temp->next->data);**

**}**

**}**

**void findprev(int s)**

**{**

**struct node \*temp; temp=head; if(temp==NULL)**

**{**

**printf("List is empty ");**

**}**

**else**

**{**

**while(temp->next->data!=s)**

**{**

**temp=temp->next;**

**}**

**printf("\n The previous ele of %d is %d\n",s,temp->data);**

**}**

**}**

**void find(int s)**

**{**

**struct node \*temp; temp=head; if(head==NULL)**

**{**

**printf("\n List is empty");**

**}**

**else**

**{**

**while(temp->data!=s && temp->next!=NULL)**

**{**

**temp=temp->next;**

**}**

**if(temp!=NULL && temp->data==s)**

**{**

**printf("\n Searching ele %d is present in the addr of %p",temp-**

**>data,temp);**

**}**

**else**

**{**

**printf("\n Searching elem %d is not present",s);**

**}**

**}**

**}**

**void isempty()**

**{**

**if(head==NULL)**

**{**

**printf("\nList is empty\n");**

**}**

**else**

**{**

**printf("\nList is not empty\n");**

**}**

**}**

**void deleteAtBeginning()**

**{**

**struct node \*t; t=head;**

**head=t->next;**

**}**

**void deleteAtEnd()**

**{**

**struct node \*temp; temp=head; if(head==NULL)**

**{**

**printf("\n List is empty");**

**}**

**else**

**{**

**while(temp->next->next!=NULL)**

**{**

**temp=temp->next;**

**}**

**temp->next=NULL;**

**}**

**}**

**void display()**

**{**

**struct node \*t; t=head; while(t!=NULL)**

**{**

**printf("%d\t",t->data); t=t->next;**

**}**

**}**

**void delete(int ele)**

**{**

**struct node \*t; t=head;**

**if(t->data==ele)**

**{**

**head=t->next;**

**}**

**else**

**{**

**while(t->next->data!=ele)**

**{**

**t=t->next;**

**}**

1. **>next=t->next->next;**

**}**

**}**

**int main()**

**{**

**do**

**{**

**int ch,a,pos;**

**printf("\n Choose any one operation that you would like to perform\n"); printf("\n 1.Insert the element at the beginning");**

**printf("\n 2.Insert the element at the end"); printf("\n 3. To insert at the specified position"); printf("\n 4. To view list");**

**printf("\n 5.To view list size"); printf("\n 6.To delete first element"); printf("\n 7.To delete last element"); printf("\n 8.To find next element"); printf("\n 9. To find previous element");**

**printf("\n 10. To find search for an element"); printf("\n 11. To quit");**

**printf("\n Enter your choice\n"); scanf("%d",&ch);**

**switch(ch)**

**{**

**case 1:**

**printf("\n Insert an element to be inserted at the beginning\n"); scanf("%d",&a);**

**insertfront(a); break;**

**case 2:**

**printf("\n Insert an element to be inserted at the End\n"); scanf("%d",&a);**

**insertend(a); break;**

**case 3:**

**printf("\n Insert an element and the position to insert in the list\n"); scanf("%d%d",&a,&pos);**

**insertpos(a,pos); break;**

**case 4:**

**display(); break; case 5:**

**listsize(); break; case 6:**

**printf("\n Delete an element to be in the beginning\n"); deleteAtBeginning();**

**break; case 7:**

**printf("\n Delete an element to be at the end\n"); deleteAtEnd();**

**break;**

**case 8:**

**printf("\n enter the element to which you need to find next ele in the list\n");;**

**scanf("%d",&a); findnext(a); break;**

**case 9:**

**printf("\n enter the element to which you need to find prev ele in the list\n");**

**scanf("%d",&a); findprev(a); break;**

**case 10:**

**printf("\n enter the element to find the address of it\n"); scanf("%d",&a);**

**find(a); break; case 11:**

**printf("Ended"); exit(0); default:**

**printf("Invalid option is chosen so the process is quit");**

**}**

**}while(1); return 0;**

**}**

**OUTPUT:**
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**RESULT: Thus the program was successfully executed.**

| **Ex. No.: 02** | **Implementation of Doubly Linked List** | **Date:07/03/2024** |
| --- | --- | --- |

**Write a C program to implement the following operations on Doubly Linked List.**

* 1. **Insertion**
  2. **Deletion**
  3. **Search**
  4. **Display**

**Algorithm:**

1. Start
2. Define a Node structure with data, a pointer to the previous Node, and a pointer to the next Node.
3. Initialize head and tail pointers to NULL.
4. Create functions for the following operations:

a. Insert at the beginning or end:

* Create a new Node with the given data.
* Update the head or tail pointer accordingly.

1. Delete from the beginning or end:
   * Update the head or tail pointer to the next or previous Node.
2. Search for a value:
   * Traverse the list forward or backward and compare each Node's data with the given value.
   * Return the Node if found, otherwise return NULL.
3. Test the operations by inserting, deleting, and searching for elements in the list.
4. Stop

**PROGRAM:**

**#include <stdio.h> #include <stdlib.h>**

**struct node**

**{**

**int data;**

**struct node \*next; struct node \*prev;**

**};**

**struct node \*newnode; struct node \*head = NULL;**

**void insertfront(int ele)**

**{**

**newnode = (struct node \*)malloc(sizeof(struct node)); if (head == NULL)**

**{**

**newnode->data = ele; newnode->next = NULL; newnode->prev = NULL; head = newnode;**

**}**

**else**

**{**

**newnode->data = ele; newnode->next = head; head->prev = newnode; head = newnode;**

**}**

**}**

**void insertend(int ele)**

**{**

**newnode = (struct node \*)malloc(sizeof(struct node)); newnode->data = ele;**

**newnode->next = NULL; if (head != NULL)**

**{**

**struct node \*t; t = head;**

**while (t->next != NULL)**

**{**

**t = t->next;**

**}**

**newnode->prev = t; t->next = newnode;**

**}**

**else**

**{**

**newnode->prev = NULL; head = newnode;**

**}**

**}**

**int listsize()**

**{**

**int c = 0; struct node \*t; t = head;**

**while (t != NULL)**

**{**

**c++;**

**t = t->next;**

**}**

**printf("\n The size of the list is %d:\n", c); return c;**

**}**

**void insertpos(int ele, int pos)**

**{**

**int ls = 0;**

**struct node \*temp; ls = listsize();**

**if (head == NULL)**

**{**

**printf("\nInvalid position to insert a node\n"); return;**

**}**

**if (head != NULL && (pos <= 0 || pos > ls))**

**{**

**printf("\nInvalid position to insert a node\n"); return;**

**}**

**newnode = (struct node \*)malloc(sizeof(struct node)); if (newnode != NULL)**

**{**

**newnode->data = ele; temp = head;**

**int count = 1;**

**while (count < pos - 1)**

**{**

**temp = temp->next; count++;**

**}**

**if (pos == 1)**

**{**

**newnode->next = head; head->prev = newnode; head = newnode;**

**}**

**else**

**{**

**}**

**newnode->next = temp->next; if (temp->next != NULL)**

**temp->next->prev = newnode; temp->next = newnode; newnode->prev = temp;**

**}**

**}**

**void find(int s)**

**{**

**int c = 1;**

**struct node \*temp; temp = head;**

**if (head == NULL)**

**{**

**printf("\n List is empty");**

**}**

**else**

**{**

**while (temp->data != s && temp->next != NULL)**

**{**

**temp = temp->next; c++;**

**}**

**if (temp != NULL && temp->data == s)**

**{**

**printf("\n Searching ele %d is present in the addr of %p in the pos%d", temp->data, temp, c);**

**}**

**else**

**{**

**printf("\n Searching elem %d is not present", s);**

**}**

**}**

**}**

**void findnext(int s)**

**{**

**struct node \*temp; temp = head;**

**if (temp == NULL || temp->next == NULL)**

**{**

**printf("No next element ");**

**}**

**else**

**{**

**while (temp->data != s)**

**{**

**temp = temp->next;**

**}**

**printf("\nNext Element of %d is %d\n", s, temp->next->data);**

**}**

**}**

**void findprev(int s)**

**{**

**struct node \*temp; temp = head;**

**if (temp == NULL)**

**{**

**printf("List is empty ");**

**}**

**else**

**{**

**while (temp->data != s)**

**{**

**temp = temp->next;**

**}**

**printf("\n The previous ele of %d is %d\n", s, temp->prev->data);**

**}**

**}**

**void deleteAtBeginning()**

**{**

**if (head == NULL)**

**{**

**printf("List is empty");**

**}**

**else**

**{**

**struct node \*t = head; head = head->next;**

**if (head != NULL) head->prev = NULL;**

**free(t);**

**}**

**}**

**void deleteAtEnd()**

**{**

**if (head == NULL)**

**{**

**printf("\n List is empty");**

**}**

**else**

**{**

**struct node \*temp = head; while (temp->next != NULL)**

**{**

**temp = temp->next;**

**}**

**if (temp->prev != NULL) temp->prev->next = NULL;**

**free(temp);**

**}**

**}**

**void delete(int ele)**

**{**

**struct node \*t = head; if (t->data == ele)**

**{**

**head = t->next;**

**if (head != NULL) head->prev = NULL;**

**free(t);**

**}**

**else**

**{**

**while (t->data != ele)**

**{**

**t = t->next;**

**}**

**if (t->next != NULL)**

**t->next->prev = t->prev; t->prev->next = t->next; free(t);**

**}**

**}**

**void display()**

**{**

**struct node \*temp; temp = head;**

**while (temp != NULL)**

**{**

**printf("%d-->", temp->data); temp = temp->next;**

**}**

**}**

**int main()**

**{**

**insertfront(10); insertfront(20); insertfront(30); display();**

**printf("\n Inserted ele 40 at the end\n"); insertend(40);**

**display(); insertpos(25, 3); display(); find(25); findnext(25); findprev(25);**

**printf("\n element deleted in the beginning\n"); deleteAtBeginning();**

**display();**

**deleteAtEnd();**

**printf("\n Element deleted at the end\n"); display();**

**printf("\n After deleting element 25\n"); delete(25);**

**display(); return 0;**

**}**

**OUTPUT:**
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**RESULT: Thus, the program was successfully executed.**

| **Ex. No.:03** | **Polynomial Manipulation** | **Date:21/03/2024** |
| --- | --- | --- |

**Write a C program to implement the following operations on Singly Linked List.**

1. **Polynomial Addition**
2. **Polynomial Subtraction**
3. **Polynomial Multiplication**

**Algorithm:**

1. Start
2. Define a structure for a polynomial term with coefficients and exponents.
3. Create functions for the following operations:

a. Polynomial addition:

* Initialize a result polynomial.
* Traverse both input polynomials simultaneously.
* Add coefficients of terms with the same exponent and append to the result.
* Append any remaining terms from both polynomials to the result.

1. Polynomial subtraction:
   * Initialize a result polynomial.
   * Traverse both input polynomials simultaneously.
   * Subtract coefficients of terms with the same exponent and append to the result.
   * Append any remaining terms from both polynomials to the result.
2. Polynomial multiplication:
   * Initialize a result polynomial.
   * Multiply each term of the first polynomial with each term of the second polynomial.
   * Add the coefficients of terms with the same exponent and append to the result.
3. Test the operations by performing addition, subtraction, and multiplication on sample polynomials.
4. Stop

**PROGRAM:**

#include <stdio.h> #include <stdlib.h> struct node

{

int coeff; int pow;

struct node \*Next;

};

struct node \*Poly1,\*Poly2,\*Result; void Create(struct node \*List);

void Display(struct node \*List);

void Addition(struct node \*Poly1,struct node \*Poly2,struct node \*Result); int main()

{

Poly1=(struct node\*)malloc(sizeof(struct node)); Poly2=(struct node\*)malloc(sizeof(struct node)); Result=(struct node\*)malloc(sizeof(struct node));

Poly1->Next = NULL; Poly2->Next = NULL;

printf("Enter the values for first polynomial :\n"); Create(Poly1);

printf("The polynomial equation is : "); Display(Poly1);

printf("\nEnter the values for second polynomial :\n");

Create(Poly2);

printf("The polynomial equation is : "); Display(Poly2);

Addition(Poly1, Poly2, Result);

printf("\nThe polynomial equation addition result is : "); Display(Result);

return 0;

}

void Create(struct node \*List)

{

int choice;

struct node \*Position, \*NewNode; Position = List;

do

{

NewNode = malloc(sizeof(struct node)); printf("Enter the coefficient : "); scanf("%d", &NewNode->coeff); printf("Enter the power : ");

scanf("%d", &NewNode->pow); NewNode->Next = NULL; Position->Next = NewNode; Position = NewNode; printf("Enter 1 to continue : "); scanf("%d", &choice);

} while(choice == 1);

}

void Display(struct node \*List)

{

struct node \*Position; Position = List->Next; while(Position != NULL)

{

printf("%dx^%d", Position->coeff, Position->pow); Position = Position->Next;

if(Position != NULL && Position->coeff > 0)

{

printf("+");

}

}

}

void Addition(struct node \*Poly1, struct node \*Poly2, struct node \*Result)

{

struct node \*Position; struct node \*NewNode; Poly1 = Poly1->Next; Poly2 = Poly2->Next; Result->Next = NULL; Position = Result;

while(Poly1 != NULL && Poly2 != NULL)

{

NewNode = malloc(sizeof(struct node)); if(Poly1->pow == Poly2->pow)

{

NewNode->coeff = Poly1->coeff + Poly2->coeff; NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next; Poly2 = Poly2->Next;

}

else if(Poly1->pow > Poly2->pow)

{

NewNode->coeff = Poly1->coeff; NewNode->pow = Poly1->pow; Poly1 = Poly1->Next;

}

else if(Poly1->pow < Poly2->pow)

{

NewNode->coeff = Poly2->coeff; NewNode->pow = Poly2->pow; Poly2 = Poly2->Next;

}

NewNode->Next = NULL; Position->Next = NewNode; Position = NewNode;

}

while(Poly1 != NULL || Poly2 != NULL)

{

NewNode = malloc(sizeof(struct node)); if(Poly1 != NULL)

{

NewNode->coeff = Poly1->coeff; NewNode->pow = Poly1->pow; Poly1 = Poly1->Next;

}

if(Poly2 != NULL)

{

NewNode->coeff = Poly2->coeff; NewNode->pow = Poly2->pow; Poly2 = Poly2->Next;

}

NewNode->Next = NULL; Position->Next = NewNode; Position = NewNode;

}

}

**Program 2:** #include<stdio.h> #include<stdlib.h> struct node

{

int coeff; int expo;

struct node \*next;

};

struct node\* insert(struct node \*head,int co,int exp)

{

struct node \*temp;

struct node \*newnode=malloc(sizeof(struct node)); newnode->coeff=co;

newnode->expo=exp; newnode->next=NULL;

if(head==NULL || exp>head->expo)

{

newnode->next=head; head=newnode;

}

else

{

temp=head;

while(temp->next!=NULL &&temp->next->expo>=exp) temp=temp->next;

newnode->next=temp->next; temp->next=newnode;

}

return head;

}

struct node\* create(struct node \*head)

{

int n,i; int coeff; int expo;

printf("Enter the no of terms:"); scanf("%d",&n); for(i=0;i<n;i++)

{

printf("Enter the coeefficient for term %d:",i+1); scanf("%d",&coeff);

printf("Enter the exponent for term %d:",i+1); scanf("%d",&expo);

head=insert(head,coeff,expo);

}

return head;

}

void print(struct node\* head)

{

if(head==NULL) printf("No Polynomial");

else

{

struct node \*temp=head; while(temp!=NULL)

{

printf("%dx^%d",temp->coeff,temp->expo); temp=temp->next;

if(temp!=NULL) printf("+");

else

}

}

}

printf("\n");

void polyAdd(struct node \*head1, struct node \*head2)

{

struct node \*ptr1=head1; struct node \*ptr2=head2; struct node \*head3=NULL;

while(ptr1!=NULL && ptr2!=NULL)

{

if(ptr1->expo == ptr2->expo)

{

head3=insert(head3,ptr1->coeff+ptr2->coeff,ptr1->expo); ptr1=ptr1->next;

ptr2=ptr2->next;

}

else if(ptr1->expo > ptr2->expo)

{

head3=insert(head3,ptr1->coeff,ptr1->expo); ptr1=ptr1->next;

}

else if(ptr1->expo < ptr2->expo)

{

head3=insert(head3,ptr2->coeff,ptr2->expo); ptr2=ptr2->next;

}

}

while(ptr1!=NULL)

{

head3=insert(head3,ptr1->coeff,ptr1->expo); ptr1=ptr1->next;

}

while(ptr2!=NULL)

{

head3=insert(head3,ptr2->coeff,ptr2->expo); ptr2=ptr2->next;

}

printf("Added Polynomial is: ") ; print(head3);

}

int main()

{

struct node \*head1=NULL; struct node \*head2=NULL; printf("Enter first polynomial\n");

head1=create(head1);

printf("Enter second polynomial\n"); head2=create(head2); polyAdd(head1,head2);

return 0;

} OUTPUT:

![](data:image/png;base64,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)

**RESULT: Thus the program was successfully executed.**

| **Ex. No.:04** | **Implementation of Stack using Array and Linked List Implementation** | **Date:21/03/2024** |
| --- | --- | --- |

**Write a C program to implement a stack using Array and linked List implementation and execute the following operation on stack.**

1. **Push an element into a stack**
2. **Pop an element from a stack**
3. **Return the Top most element from a stack**
4. **Display the elements in a stack**

**Algorithm:**

1. Start
2. Stack using Array:
3. Define a fixed-size array to store the stack elements and initialize a variable top to -1. Implement functions for the following operations:
   * Push: Increment top and insert the element at the top index.
   * Pop: Remove the element at the top index and decrement top.
   * Peek: Return the element at the top index without removing it.
   * IsEmpty: Check if top is -1 to determine if the stack is empty.
   * IsFull: Check if top is equal to the maximum array size to determine if the stack is full.
4. Stack using Linked List:
5. Define a Node structure with data and a pointer to the next Node.
6. Initialize a head pointer to NULL.
7. Implement functions for the following operations:

* Push: Create a new Node with the given data and insert it at the beginning of the list.
* Pop: Remove the first Node from the list.
* Peek: Return the data of the first Node without removing it.
* IsEmpty: Check if the head pointer is NULL to determine if the stack is empty.

1. Stop

PROGRAM: ARRAY IMPLEMENTATION

#include <stdio.h> #include <string.h> #include<ctype.h> int top = -1;

int stack[100];

void push (int data) { stack[++top] = data;

}

int pop () { int data;

if (top == -1) return -1;

data = stack[top]; stack[top] = 0; top--;

return (data);

}

int main()

{

char str[100];

int i, data = -1, operand1, operand2, result; printf("Enter ur postfix expression:"); fgets(str, 100, stdin);

for (i = 0; i < strlen(str); i++)

{

if (isdigit(str[i]))

{

data = (data == -1) ? 0 : data; data = (data \* 10) + (str[i] - 48);

continue;

}

if (data != -1)

{

push(data);

}

if (str[i] == '+' || str[i] == '-'|| str[i] == '\*' || str[i] == '/')

{

operand2 = pop(); operand1 = pop();

if (operand1 == -1 || operand2 == -1) break;

switch (str[i])

{

case '+':

result = operand1 + operand2; push(result);

break; case '-':

result = operand1 - operand2; push(result);

break; case '\*':

result = operand1 \* operand2; push(result);

break; case '/':

result = operand1 / operand2; push(result);

break;

}

}

data = -1;

}

if (top == 0)

printf("The answer is:%d\n", stack[top]); else

printf("u have given wrong postfix expression\n");

return 0;

}

LINKED LIST IMPLEMENTATION:

#include <stdio.h> #include <stdlib.h> struct Node

{

int Data;

struct Node \*next;

}\*top;

void popStack()

{

struct Node \*temp, \*var=top; if(var==top)

{

top = top->next; free(var);

}

else

printf("\nStack Empty");

}

void push(int value)

{

struct Node \*temp;

temp=(struct Node \*)malloc(sizeof(struct Node));

temp->Data=value; if (top == NULL)

{

top=temp;

top->next=NULL;

}

else

{

temp->next=top; top=temp;

}

}

void display()

{

struct Node \*var=top; if(var!=NULL)

{

printf("\nElements are as:"); while(var!=NULL)

{

printf("\t%d\n",var->Data); var=var->next;

}

printf("\n");

}

else

printf("\nStack is Empty&quot;");

}

int main()

{

int i=0; top=NULL;

printf("\n1. Push to stack&quot;"); printf("\n2. Pop from Stack:"); printf("\n3. Display data of Stack"); printf("\n4. Exit\n");

while(1)

{

printf ("\nChoose Option:"); scanf("%d",&i);

switch(i)

{

case 1:

{

int value;

printf("\nEnter a value to push into Stack:"); scanf("%d",&value);

push(value); break;

}

case 2:

{

popStack();

printf("\n The last element is popped"); break;

}

case 3:

{

display(); break;

}

case 4:

{

struct Node \*temp; while(top!=NULL)

{

temp = top->next; free(top); top=temp;

}

exit(0);

}

default:

{

printf("\nwrong choice for operation");

}}}} OUTPUT:
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**RESULT: Thus the program was successfully executed.**

| **Ex. No.: 05** | **Infix to Postfix Conversion** | **Date:28/03/2024** |
| --- | --- | --- |

**Write a C program to perform infix to postfix conversion using stack. Algorithm:**

1. Start
2. Initialize an empty stack to hold operators.
3. Initialize an empty string to store the postfix expression.
4. Iterate through each character in the infix expression:
   1. If the character is an operand, add it to the postfix string.
   2. If the character is an operator:
      1. While the stack is not empty and the precedence of the top operator in the stack is greater than or equal to the current operator, pop operators from the stack and add them to the postfix string.
      2. Push the current operator onto the stack.
   3. If the character is an opening parenthesis '(', push it onto the stack.
   4. If the character is a closing parenthesis ')':
      1. Pop operators from the stack and add them to the postfix string until an opening parenthesis is encountered.
      2. Discard the opening parenthesis.
5. Pop any remaining operators from the stack and add them to the postfix string.
6. Return the postfix expression.
7. Stop

PROGRAM:

#include <stdio.h> #include <stdlib.h>

int top = 0; int stack[20];

char infix[40], postfix[40];

void convertToPostfix(); void push(int);

char pop();

int main() {

printf("Enter the infix expression: "); scanf("%s", infix); convertToPostfix();

return 0;

}

void convertToPostfix() { int i, j = 0;

for (i = 0; infix[i] != '\0'; i++) { switch (infix[i]) {

case '+':

while (stack[top] >= 1) postfix[j++] = pop();

push(1); break;

case '-':

while (stack[top] >= 1)

postfix[j++] = pop(); push(2);

break; case '\*':

while (stack[top] >= 3) postfix[j++] = pop();

push(3); break;

case '/':

while (stack[top] >= 4) postfix[j++] = pop();

push(4); break;

case '^':

postfix[j++] = pop(); push(5);

break; case '(':

push(0); break;

case ')':

while (stack[top] != 0) postfix[j++] = pop();

top--; break;

default:

postfix[j++] = infix[i];

}

}

while (top > 0)

postfix[j++] = pop();

printf("\nPostfix expression is =>\n\t\t%s", postfix);

}

void push(int element) { top++;

stack[top] = element;

}

char pop() { int el; char e;

el = stack[top]; top--;

switch (el) { case 1:

e = '+';

break; case 2:

e = '-';

break; case 3:

e = '\*'; break;

case 4:

e = '/'; break;

case 5:

e = '^'; break;

}

return e;

} OUTPUT:
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**RESULT: Thus, the program was successfully executed.**

| **Ex. No.:06** | **Evaluating Arithmetic Expression** | **Date:04/04/2024** |
| --- | --- | --- |

**Write a C program to evaluate Arithmetic expressions using stack. Algorithm:**

1. Start
2. Create an empty stack to store operands.
3. Iterate through each character in the expression:
   1. If the character is a digit, push it onto the stack.
   2. If the character is an operator (+, -, \*, /), pop two operands from the stack, perform the operation, and push the result back onto the stack.
4. After processing all characters, the final result will be the only element left in the stack.
5. Return this result as the evaluation of the arithmetic expression.
6. Stop

PROGRAM:

#include <stdio.h> #include <string.h> #include<ctype.h> int top = -1;

int stack[100];

void push (int data) { stack[++top] = data;

}

int pop () { int data;

if (top == -1) return -1;

data = stack[top]; stack[top] = 0; top--;

return (data);

}

int main()

{

char str[100];

int i, data = -1, operand1, operand2, result; printf("Enter ur postfix expression:"); fgets(str, 100, stdin);

for (i = 0; i < strlen(str); i++)

{

if (isdigit(str[i]))

{

data = (data == -1) ? 0 : data; data = (data \* 10) + (str[i] - 48);

continue;

}

if (data != -1)

{

push(data);

}

if (str[i] == '+' || str[i] == '-'|| str[i] == '\*' || str[i] == '/')

{

operand2 = pop(); operand1 = pop();

if (operand1 == -1 || operand2 == -1) break;

switch (str[i])

{

case '+':

result = operand1 + operand2; push(result);

break; case '-':

result = operand1 - operand2; push(result);

break; case '\*':

result = operand1 \* operand2; push(result);

break; case '/':

result = operand1 / operand2; push(result);

break;

}

}

data = -1;

}

if (top == 0)

printf("The answer is:%d\n", stack[top]); else

printf("u have given wrong postfix expression\n");

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

**RESULT: Thus, the program was successfully executed.**

| **Ex. No.:07** | **Implementation of Queue using Array and Linked List Implementation** | **Date:11/04/2024** |
| --- | --- | --- |

**Write a C program to implement a Queue using Array and linked List implementation and execute the following operation on stack.**

1. **Enqueue**
2. **Dequeue**
3. **Display the elements in a Queue Algorithm:**
4. Start
5. 1. For Queue using Array:
6. Initialize an array of fixed size to store the queue elements.
7. Maintain two pointers, front and rear, to track the front and rear of the queue.
8. Implement the following operations:
   * Enqueue: Add an element to the rear of the queue by incrementing the rear pointer.
   * Dequeue: Remove an element from the front of the queue by incrementing the front pointer.
   * isEmpty: Check if the queue is empty by comparing the front and rear pointers.
   * isFull: Check if the queue is full by comparing the rear pointer with the array size.
9. For Queue using Linked List:
10. Define a Node structure with data and a pointer to the next Node.
11. Maintain pointers to the front and rear Nodes of the queue.
12. Implement the following operations:
    * Enqueue: Create a new Node with the given data and update the rear pointer.
    * Dequeue: Remove the front Node and update the front pointer.
    * isEmpty: Check if the queue is empty by comparing the front pointer with NULL.
    * Display: Traverse the linked list to display all elements in the queue.
13. Stop

PROGRAM:

#include <stdio.h> #include <stdlib.h>

struct queue

{

int data;

struct queue \*next;

};

struct queue \*addq(struct queue \*front); struct queue \*delq(struct queue \*front);

int main()

{

struct queue \*front = NULL; int option;

do

{

printf("\n1. Add to Queue"); printf("\n2. Delete from Queue"); printf("\n3. Exit"); printf("\nSelect an option: "); scanf("%d", &option);

switch(option)

{

case 1:

front = addq(front);

printf("\nElement added to the queue.");

break; case 2:

front = delq(front); break;

case 3:

exit(0);

}

} while(1);

return 0;

}

struct queue \*addq(struct queue \*front)

{

struct queue \*new\_node = (struct queue\*)malloc(sizeof(struct queue)); if(new\_node == NULL)

{

printf("Insufficient memory."); return front;

}

printf("\nEnter data: "); scanf("%d", &new\_node->data); new\_node->next = NULL;

if(front == NULL)

{

front = new\_node;

}

else

{

struct queue \*temp = front; while(temp->next != NULL)

{

temp = temp->next;

}

temp->next = new\_node;

}

return front;

}

struct queue \*delq(struct queue \*front)

{

if(front == NULL)

{

printf("Queue is empty."); return front;

}

struct queue \*temp = front; printf("Deleted data: %d", front->data); front = front->next;

free(temp);

return front;

}

OUTPUT:
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**RESULT: Thus, the program was successfully executed.**

| **Ex. No.:08** | **Tree Traversal** | **Date:18/04/2024** |
| --- | --- | --- |

**Write a C program to implement a Binary tree and perform the following tree traversal operation.**

1. **Inorder Traversal**
2. **Preorder Traversal**
3. **Postorder Traversal**

**Algorithm:**

* 1. Start
  2. Define a Node structure with data, left child pointer, and right child pointer.
  3. Create functions for the following traversal methods:
  4. Inorder traversal:

- Recursively call the function on the left child.

* Print the data of the current Node.
* Recursively call the function on the right child.
  1. Preorder traversal:
     + Print the data of the current Node.
     + Recursively call the function on the left child.
     + Recursively call the function on the right child.
  2. Postorder traversal:
     + Recursively call the function on the left child.
     + Recursively call the function on the right child.
     + Print the data of the current Node.
  3. Initialize the root of the binary tree.
  4. Call the traversal functions with the root Node to perform inorder, preorder, and postorder traversal.
  5. Stop

PROGRAM;

#include <stdio.h> #include <stdlib.h>

struct node { int element;

struct node\* left; struct node\* right;

};

struct node\* createNode(int val)

{

struct node\* Node = (struct node\*)malloc(sizeof(struct node)); Node->element = val;

Node->left = NULL; Node->right = NULL;

return (Node);

}

void traversePreorder(struct node\* root)

{

if (root == NULL) return;

printf(" %d ", root->element); traversePreorder(root->left); traversePreorder(root->right);

}

void traverseInorder(struct node\* root)

{

if (root == NULL) return;

traverseInorder(root->left); printf(" %d ", root->element); traverseInorder(root->right);

}

void traversePostorder(struct node\* root)

{

if (root == NULL) return;

traversePostorder(root->left); traversePostorder(root->right); printf(" %d ", root->element);

}

int main()

{

struct node\* root = createNode(36); root->left = createNode(26);

root->right = createNode(46); root->left->left = createNode(21);

root->left->right = createNode(31); root->left->left->left = createNode(11);

root->left->left->right = createNode(24); root->right->left = createNode(41);

root->right->right = createNode(56);

root->right->right->left = createNode(51); root->right->right->right = createNode(66);

printf("\n The Preorder traversal of given binary tree is -\n"); traversePreorder(root);

printf("\n The Inorder traversal of given binary tree is -\n"); traverseInorder(root);

printf("\n The Postorder traversal of given binary tree is -\n"); traversePostorder(root);

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

**RESULT: Thus, the program was successfully executed.**

| **Ex. No.:09** | **Implementation of Binary Search tree** | **Date:25/04/2024** |
| --- | --- | --- |

**Write a C program to implement a Binary Search Tree and perform the following operations.**

1. **Insert**
2. **Delete**
3. **Search**
4. **Display**

**Algorithm:**

1. Start
2. Define a Node structure with data, left child pointer, and right child pointer.
3. Initialize a root pointer to NULL.
4. Create functions for the following operations:
   1. Insert:

* If the tree is empty, create a new Node and set it as the root.
* Otherwise, traverse the tree starting from the root:
* If the data is less than the current Node's data, move to the left child.
* If the data is greater than the current Node's data, move to the right child.
* Repeat until reaching a NULL child pointer, then insert the new Node.
  1. Search:
* Start from the root and compare the data with each Node:
* If the data matches, return the Node.
* If the data is less than the current Node's data, move to the left child.
* If the data is greater than the current Node's data, move to the right child.
* Repeat until finding the data or reaching a NULL child pointer.

1. Test the operations by inserting elements into the tree and searching for specific values.
2. Stop

PROGRAM;

#include <stdio.h> #include <stdlib.h> struct BinaryTreeNode { int key;

struct BinaryTreeNode \*left, \*right;

};

struct BinaryTreeNode\* newNodeCreate(int value)

{

struct BinaryTreeNode\* temp

= (struct BinaryTreeNode\*)malloc( sizeof(struct BinaryTreeNode)); temp->key = value;

temp->left = temp->right = NULL; return temp;

}

struct BinaryTreeNode\*

searchNode(struct BinaryTreeNode\* root, int target)

{

if (root == NULL || root->key == target) { return root;

}

if (root->key < target) {

return searchNode(root->right, target);

}

return searchNode(root->left, target);

}

struct BinaryTreeNode\*

insertNode(struct BinaryTreeNode\* node, int value)

{

if (node == NULL) {

return newNodeCreate(value);

}

if (value < node->key) {

node->left = insertNode(node->left, value);

}

else if (value > node->key) {

node->right = insertNode(node->right, value);

}

return node;

}

void postOrder(struct BinaryTreeNode\* root)

{

if (root != NULL) { postOrder(root->left); postOrder(root->right); printf(" %d ", root->key);

}

}

void inOrder(struct BinaryTreeNode\* root)

{

if (root != NULL) { inOrder(root->left); printf(" %d ", root->key); inOrder(root->right);

}

}

void preOrder(struct BinaryTreeNode\* root)

{

if (root != NULL) { printf(" %d ", root->key); preOrder(root->left); preOrder(root->right);

}

}

struct BinaryTreeNode\* findMin(struct BinaryTreeNode\* root)

{

if (root == NULL) { return NULL;

}

else if (root->left != NULL) { return findMin(root->left);

}

return root;

}

struct BinaryTreeNode\* delete (struct BinaryTreeNode\* root, int x)

{

if (root == NULL) return NULL;

if (x > root->key) {

root->right = delete (root->right, x);

}

else if (x < root->key) {

root->left = delete (root->left, x);

}

else {

if (root->left == NULL && root->right == NULL) { free(root);

return NULL;

}

else if (root->left == NULL

|| root->right == NULL) { struct BinaryTreeNode\* temp; if (root->left == NULL) {

temp = root->right;

}

else {

temp = root->left;

}

free(root); return temp;

}

else {

struct BinaryTreeNode\* temp = findMin(root->right); root->key = temp->key;

root->right = delete (root->right, temp->key);

}

}

return root;

}

int main()

{

struct BinaryTreeNode\* root = NULL;

root = insertNode(root, 50); insertNode(root, 30);

insertNode(root, 20);

insertNode(root, 40);

insertNode(root, 70);

insertNode(root, 60);

insertNode(root, 80);

if (searchNode(root, 60) != NULL) { printf("60 found");

}

else {

printf("60 not found");

}

printf("\n"); postOrder(root); printf("\n");

preOrder(root); printf("\n"); inOrder(root); printf("\n");

struct BinaryTreeNode\* temp = delete (root, 70); printf("After Delete: \n");

inOrder(root);

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

**RESULT: Thus, the program was successfully executed.**

| **Ex. No.: 10** | **Implementation of AVL Tree** | **Date:02/05/2024** |
| --- | --- | --- |

**Write a function in C program to insert a new node with a given value into an AVL tree. Ensure that the tree remains balanced after insertion by performing rotations if necessary. Repeat the above operation to delete a node from AVL tree.**

**Algorithm:**

1. Start
2. Define the AVL Node Structure.
3. Implement Rotation Operations (left and right rotations).
4. Insert new nodes into the AVL tree, updating heights and balancing as needed.
5. Delete nodes from the AVL tree, updating heights and balancing as needed.
6. Implement traversal functions (in-order, pre-order, post-order) to navigate through the tree.
7. Implement a search function to find specific elements within the AVL tree.
8. Test the AVL tree implementation with various scenarios.
9. Optionally, optimize the implementation for better performance.
10. Stop

PROGRAM:

#include<stdio.h> #include<stdlib.h>

struct node

{

int data;

struct node\* left; struct node\* right; int ht;

};

struct node\* root = NULL;

struct node\* create(int);

struct node\* insert(struct node\*, int); struct node\* delete(struct node\*, int); struct node\* search(struct node\*, int); struct node\* rotate\_left(struct node\*); struct node\* rotate\_right(struct node\*); int balance\_factor(struct node\*);

int height(struct node\*); void inorder(struct node\*); void preorder(struct node\*);

void postorder(struct node\*);

int main()

{

int user\_choice, data;

char user\_continue = 'y'; struct node\* result = NULL;

while (user\_continue == 'y' || user\_continue == 'Y')

{

printf("\n\n------- AVL TREE \n");

printf("\n1. Insert"); printf("\n2. Delete"); printf("\n3. Search"); printf("\n4. Inorder"); printf("\n5. Preorder"); printf("\n6. Postorder"); printf("\n7. EXIT");

printf("\n\nEnter Your Choice: "); scanf("%d", &user\_choice);

switch(user\_choice)

{

case 1:

printf("\nEnter data: "); scanf("%d", &data); root = insert(root, data); break;

case 2:

printf("\nEnter data: "); scanf("%d", &data);

root = delete(root, data); break;

case 3:

printf("\nEnter data: "); scanf("%d", &data);

result = search(root, data); if (result == NULL)

{

printf("\nNode not found!");

}

else

{

printf("\n Node found");

}

break; case 4:

inorder(root); break;

case 5:

preorder(root); break;

case 6:

postorder(root); break;

case 7:

printf("\n\tProgram Terminated\n"); return 1;

default:

printf("\n\tInvalid Choice\n");

}

printf("\n\nDo you want to continue? "); scanf(" %c", &user\_continue);

}

return 0;

}

struct node\* create(int data)

{

struct node\* new\_node = (struct node\*) malloc (sizeof(struct node)); if (new\_node == NULL)

{

printf("\nMemory can&'t be allocated\n"); return NULL;

}

new\_node->data = data; new\_node->left = NULL; new\_node->right = NULL; return new\_node;

}

struct node\* rotate\_left(struct node\* root)

{

struct node\* right\_child = root->right; root->right = right\_child->left; right\_child->left = root;

root->ht = height(root);

right\_child->ht = height(right\_child);

return right\_child;

}

struct node\* rotate\_right(struct node\* root)

{

struct node\* left\_child = root->left; root->left = left\_child->right; left\_child->right = root;

root->ht = height(root);

left\_child->ht = height(left\_child); return left\_child;

}

int balance\_factor(struct node\* root)

{

int lh, rh;

if (root == NULL) return 0;

if (root->left == NULL) lh = 0;

else

lh = 1 + root->left->ht; if (root->right == NULL)

rh = 0; else

rh = 1 + root->right->ht; return lh - rh;

}

int height(struct node\* root)

{

int lh, rh;

if (root == NULL)

{

return 0;

}

if (root->left == NULL) lh = 0;

else

lh = 1 + root->left->ht; if (root->right == NULL)

rh = 0; else

rh = 1 + root->right->ht;

if (lh > rh) return (lh);

return (rh);

}

struct node\* insert(struct node\* root, int data)

{

if (root == NULL)

{

struct node\* new\_node = create(data); if (new\_node == NULL)

{

return NULL;

}

root = new\_node;

}

else if (data > root->data)

{

root->right = insert(root->right, data);

if (balance\_factor(root) == -2)

{

if (data > root->right->data)

{

root = rotate\_left(root);

}

else

{

root->right = rotate\_right(root->right); root = rotate\_left(root);

}

}

}

else

{

root->left = insert(root->left, data); if (balance\_factor(root) == 2)

{

if (data < root->left->data)

{

root = rotate\_right(root);

}

else

{

root->left = rotate\_left(root->left); root = rotate\_right(root);

}

}

}

root->ht = height(root); return root;

}

struct node \* delete(struct node \*root, int x)

{

struct node \* temp = NULL;

if (root == NULL)

{

return NULL;

}

if (x > root->data)

{

root->right = delete(root->right, x); if (balance\_factor(root) == 2)

{

if (balance\_factor(root->left) >= 0)

{

root = rotate\_right(root);

}

else

{

root->left = rotate\_left(root->left); root = rotate\_right(root);

}

}

}

else if (x < root->data)

{

root->left = delete(root->left, x);

if (balance\_factor(root) == -2)

{

if (balance\_factor(root->right) <= 0)

{

root = rotate\_left(root);

}

else

{

root->right = rotate\_right(root->right); root = rotate\_left(root);

}

}

}

else

{

if (root->right != NULL)

{

temp = root->right;

while (temp->left != NULL) temp = temp->left;

root->data = temp->data;

root->right = delete(root->right, temp->data); if (balance\_factor(root) == 2)

{

if (balance\_factor(root->left) >= 0)

{

root = rotate\_right(root);

}

else

{

root->left = rotate\_left(root->left); root = rotate\_right(root);

}

}

}

else

{

return (root->left);

}

}

root->ht = height(root); return (root);

}

struct node\* search(struct node\* root, int key)

{

if(root == NULL)

{

return NULL;

}

if(root->data == key)

{

return root;

}

if(key > root->data)

{

search(root->right, key);

}

else

{

}

}

search(root->left, key);

void inorder(struct node\* root)

{

if (root == NULL)

{

return;

}

inorder(root->left); printf("%d ", root->data); inorder(root->right);

}

void preorder(struct node\* root)

{

if(root == NULL)

{

return;

}

printf("%d ", root->data); preorder(root->left); preorder(root->right);

}

void postorder(struct node\* root)

{

if(root == NULL)

{

return;

}

postorder(root->left); postorder(root->right); printf("%d ", root->data);

}

OUTPUT:
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**RESULT: Thus, the program was successfully executed.**

| **Ex. No.: 11** | **Topological Sorting** | **Date:09/05/2024** |
| --- | --- | --- |

**Write a C program to create a graph and display the ordering of vertices. Algorithm:**

1. Start
2. Initialize an empty stack to store the topologically sorted elements.
3. Initialize a set to track visited nodes.
4. Start a depth-first search (DFS) from any unvisited node in the graph.
5. During DFS traversal: a. Mark the current node as visited.

b. Recursively visit all adjacent nodes that are not visited yet.

1. Once a node has no unvisited adjacent nodes, push it onto the stack.
2. Repeat steps 3-5 until all nodes are visited.

Pop elements from the stack to get the topologically sorted order.

1. Stop

PROGRAM:

#include<stdio.h> #include<stdlib.h>

int s[100], j, res[100;

void AdjacencyMatrix(int a[][100], int n) { int i, j;

for (i = 0; i < n; i++) { for (j = 0; j <= n; j++) { a[i][j] = 0;

}

}

for (i = 1; i < n; i++) { for (j = 0; j < i; j++) { a[i][j] = rand() % 2;

a[j][i] = 0;

}

}

}

void dfs(int u, int n, int a[][100]) { int v;

s[u] = 1;

for (v = 0; v < n - 1; v++) {

if (a[u][v] == 1 && s[v] == 0) { dfs(v, n, a);

}

}

j += 1;

res[j] = u;

}

void topological\_order(int n, int a[][100]) { int i, u;

for (i = 0; i < n; i++) { s[i] = 0;

}

j = 0;

for (u = 0; u < n; u++) { if (s[u] == 0) {

dfs(u, n, a);

}

}

return;

}

int main() {

int a[100][100], n, i, j;

printf("Enter number of vertices\n"); scanf("%d", &n);

AdjacencyMatrix(a, n);

printf("\t\tAdjacency Matrix of the graph\n"); /\* PRINT ADJACENCY MATRIX \*/

for (i = 0; i < n; i++) { for (j = 0; j < n; j++) { printf("\t%d", a[i][j]);

}

printf("\n");

}

printf("\nTopological order:\n");

topological\_order(n, a);

for (i = n; i >= 1; i--) { printf("-->%d", res[i]);

}

return 0;

}

OUTPUT:
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**RESULT: Thus, the program was successfully executed.**

| **Ex. No.:12** | **Graph Traversal** | **Date:09/05/2024** |
| --- | --- | --- |

**Write a C program to create a graph and perform a Breadth First Search and Depth First Search.**

**Algorithm:**

DFS

1. Start with an empty stack and a set to track visited nodes.
2. Push the starting node onto the stack and mark it as visited.
3. While the stack is not empty, do the following:
4. If the stack is not empty, pop a node from the stack. Process the node.
5. For each unvisited neighbor of the node, push the neighbor onto the stack and mark it as visited.
6. Repeat steps 3-6 until the stack is empty.
7. Stop

BFS

1. Start with an empty queue and a set to track visited nodes.
2. Enqueue the starting node into the queue and mark it as visited.
3. While the queue is not empty, do the following:
4. If the queue is not empty, dequeue a node from the queue. Process the node.
5. For each unvisited neighbor of the node, enqueue the neighbor into the queue and mark it as visited.
6. Repeat steps 3-6 until the queue is empty.
7. Stop

PROGRAM: BFS

#include <stdio.h> #include <stdlib.h>

struct node { int vertex;

struct node\* next;

};

struct adj\_list { struct node\* head;

};

struct graph {

int num\_vertices; struct adj\_list\* adj\_lists; int\* visited;

};

struct node\* new\_node(int vertex) {

struct node\* new\_node = (struct node\*)malloc(sizeof(struct node)); new\_node->vertex = vertex;

new\_node->next = NULL; return new\_node;

}

struct graph\* create\_graph(int n) {

struct graph\* graph = (struct graph\*)malloc(sizeof(struct graph)); graph->num\_vertices = n;

graph->adj\_lists = (struct adj\_list\*)malloc(n \* sizeof(struct adj\_list)); graph->visited = (int\*)malloc(n \* sizeof(int));

int i;

for (i = 0; i< n; i++) {

graph->adj\_lists[i].head = NULL; graph->visited[i] = 0;

}

return graph;

}

void add\_edge(struct graph\* graph, int src, int dest) { struct node\* new\_node1 = new\_node(dest); new\_node1->next = graph->adj\_lists[src].head; graph->adj\_lists[src].head = new\_node1;

struct node\* new\_node2 = new\_node(src); new\_node2->next = graph->adj\_lists[dest].head; graph->adj\_lists[dest].head = new\_node2;

}

void bfs(struct graph\* graph, int v) { int queue[1000];

int front = -1; int rear = -1;

graph->visited[v] = 1; queue[++rear] = v; while (front != rear) {

int current\_vertex = queue[++front]; printf("%d ", current\_vertex);

struct node\* temp = graph->adj\_lists[current\_vertex].head; while (temp != NULL) {

int adj\_vertex = temp->vertex;

if (graph->visited[adj\_vertex] == 0) { graph->visited[adj\_vertex] = 1; queue[++rear] = adj\_vertex;

}

temp = temp->next;

}

}

}

int main() {

struct graph\* graph = create\_graph(6); add\_edge(graph, 0, 1);

add\_edge(graph, 0, 2);

add\_edge(graph, 1, 3);

add\_edge(graph, 1, 4);

add\_edge(graph, 2, 4);

add\_edge(graph, 3, 4);

add\_edge(graph, 3, 5);

add\_edge(graph, 4,5);

printf("BFS traversal starting from vertex 0: "); bfs(graph, 0);

return 0;

}

DFS:

#include <stdio.h> #include <stdlib.h>

// Globally declared visited array int vis[100];

struct Graph { int V;

int E; int\*\* Adj;

};

struct Graph\* adjMatrix()

{

struct Graph\* G = (struct Graph\*) malloc(sizeof(struct Graph));

if (!G) {

printf("Memory Error\n"); return NULL;

}

G->V = 7;

G->E = 7;

G->Adj = (int\*\*)malloc((G->V) \* sizeof(int\*)); for (int k = 0; k < G->V; k++) {

G->Adj[k] = (int\*)malloc((G->V) \* sizeof(int));

}

for (int u = 0; u < G->V; u++) { for (int v = 0; v < G->V; v++) {

G->Adj[u][v] = 0;

}

}

G->Adj[0][1] = G->Adj[1][0] = 1;

G->Adj[0][2] = G->Adj[2][0] = 1;

G->Adj[1][3] = G->Adj[3][1] = 1;

G->Adj[1][4] = G->Adj[4][1] = 1;

G->Adj[1][5] = G->Adj[5][1] = 1;

G->Adj[1][6] = G->Adj[6][1] = 1;

G->Adj[6][2] = G->Adj[2][6] = 1;

return G;

}

void DFS(struct Graph\* G, int u)

{

vis[u] = 1; printf("%d ", u);

for (int v = 0; v < G->V; v++) { if (!vis[v] && G->Adj[u][v]) {

DFS(G, v);

}

}

}

void DFStraversal(struct Graph\* G)

{

for (int i = 0; i < 100; i++) { vis[i] = 0;

}

for (int i = 0; i < G->V; i++) { if (!vis[i]) {

DFS(G, i);

}

}

}

void main()

{

struct Graph\* G; G = adjMatrix();

DFStraversal(G);

}

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZcAAAASCAIAAAAYDgSFAAAEXUlEQVR4Xu2Z4ZnkIAiGU4+tpJIUYiGp45o7QUVQUDObfe72jvfPzkTyQUDRzB6H4ziO4ziO4ziO4ziO4ziO4zg/ljP+4tzxDGXkusUIEE8cCVcsY3eM9301tX+SmqL7qqn5i0nBfmucZy09zpV+9D8HFgak5/5iCR7qUE3uuGEfwnmi/p44gctgq+QB9B8ExDvNlgOFJEK3BlwENMRGmh38rbGleHe6mND5mQR40HVF5ryVh7d0HgNZiF/Nwp/je/OWmgnNkDN+7umhDpQkHz0ClmdlX+Be1uD0P7fyl03zZ2wPKy+8AX1M18W4Yh7pFnCOchVaRTRa0WzzEScpl85NjqmTQyuv1+qRESJhX9BFOx/w3m/qi7Pk3bqw5pd40sU0fTsPll89/pmOcmbM5nBkLmN8vtS8pYsX3Dt/wO7UTrudHifA8lDmNdqWaOKZ/U+n8Gt1n+RN1an2YFb8ztMj20K/MgNKzJ6UmOoseGD+pIuVrvBAvfAtXayuF3FR1lc4pREZCpS9zv8rrII8JnsgzA/cSgKoVqlAmmmcrQmWEdZtr8hOBym0yM6Gmj7vwvLsqfstYzv1QGx9Kw+2Xy3+w9QBxjihviABn6FwdbSFCXv4ao1mUL2/eOhxikBgyuC36ipA34So5L6p8FbdDyNvpk5JHPswpe8+IlFf6GJqwlXG2k/Y7mKgmgMPav5UIGXYHzbsi21pKBvno7Ze2DUeGzYoejr1LMbpVqmF+fRqKtsWnmYir3yI9XWmRcRTUGB3qPpwtZjSYRww/eZBMwkDhr6Vh4lfPX5DBxnjFPUlwW55GI56rEU13j7M+GJCCrVhD4Yjb9Vdy9tcJ5x5MWpiPZ93H8mHOjCLhqebYKRohE7Amc27gIC/7+3bH1uzgdZLd1HcyL9uSPanBxVTR0kl9sW69PXYTl4vkGgWHYo+I0Caaxee+c1XZlIqQh8YVI+FXyN+Tacwxik0f2QXe63umquZDmzSaWfp9iIDsRJ2nsrgA53cwdYhcowUzdgLRmBNGJNZORCxXhoiNqwbfdWilip7D0YrC9soO8CPqYTHjuXVD1+Ax7XQrdMT+r0Rw6iPwVDF2++AC7+5HL2Uiq5fh/o8zP1q8R+qTmWMU5SICTbDN94ox9tFIPyN8nkXe6Xuh5E3SweTkiuZTDbyk0SrjSw7jO2/UU51RrCDVfu9ZCJGimbsqbP5L7uJwQU/HReb8xoWXgdbL4zuvMhOjPxtlT0vdDH6sXjvxRfnMNlTgUgeISGYPcUW/ivSnWFhtPfZ5GHjpJ+ASBqhm1IpRPxV3PDb6yzLYukfeh52/XKvmk5vn+8gcfhSTWpCq8oNv+4v53T/6lUC6v2yONurcp2n1TgZ4cfkNEe4yOkbdRc3iLooOtO8mcDRW7fMEv0DWNg6AxRoZemjT5C6LQ3QXRshsbpvnRC5/VK9PXE/4PznbP0vyXEc52+D9vGdPdBxHMdxHMdxHMdxHOcf4DekftdKnrUeCAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHUAAAAVCAIAAAD3kjaxAAABb0lEQVR4Xu2X0XEDIQxEqUetUAmFUAh1uLlIgjsEjq3Fk8lkMnp/vlvBsnCAUwp+Aiq1PYRW8/4uCIIgCIIg+LvIPU4ucq0V2t89QZSz6hGxQqIf90S0JqVcuQC5V1LpjStIgcCedMgPYBh5uD+yP+HyuyxX1KCtegsPv5XRqAwKqupFBbq3EyYz8HqqJRNiJCV2UrNKSVwddrUFhXuF87WA+XLb4gI0A8puJN0TvQHqKpf155ZvW1+/4izf8Q0D7tRCl0GjWfeHa6m9Q2bP/LF19TcaDiBfJb+Sr0K6z3tVuu9OXP0CMCV9Oq5mqRSsA/HuNd2hff2aQwHwN/gg33Qyf+nEzERs7c9WJF+jQcbRs/VUHY6zrU+4+uphbHwIiC9lng98aFf8hEfz5fbt+Qm0LwlfR5Y7DM32kviOdHd7fji+SacvZft+7Vr4Ht0WhhZdBbMXwJJt31cLEitmyG7uipOvVuyPgiAIguA/8AWxLhuz3BMfawAAAABJRU5ErkJggg==)

**RESULT: Thus, the program was successfully executed.**

| **Ex. No.:13** | **Graph Traversal** | **Date:16/05/2014** |
| --- | --- | --- |

**Write a C program to create a graph and find a minimum spanning tree using prim's algorithm. Algorithm:**

1. Start
2. Initialize an empty set to store the minimum spanning tree (MST) and a priority queue to store edges and their weights.
3. Choose a starting node and add it to the MST set.
4. For each edge connected to the starting node, add the edge to the priority queue.
5. While the priority queue is not empty:
   1. Extract the edge with the smallest weight from the priority queue.
   2. If adding the edge to the MST set does not create a cycle, add the edge to the MST set.
   3. For each neighbour of the newly added node in the MST set:

i. If the neighbour is not already in the MST set, add the edge connecting the neighbor to the priority queue.

1. Repeat step 4 until all nodes are included in the MST set.
2. The edges in the MST set form the minimum spanning tree of the graph.
3. Stop

PROGRAM:

#include <stdio.h> #include <stdlib.h> struct node {

int vertex;

struct node\* next;

};

struct adj\_list { struct node\* head;

};

struct graph {

int num\_vertices; struct adj\_list\* adj\_lists; int\* visited;

};

struct node\* new\_node(int vertex) {

struct node\* new\_node = (struct node\*)malloc(sizeof(struct node)); new\_node->vertex = vertex;

new\_node->next = NULL; return new\_node;

}

struct graph\* create\_graph(int n) {

struct graph\* graph = (struct graph\*)malloc(sizeof(struct graph)); graph->num\_vertices = n;

graph->adj\_lists = (struct adj\_list\*)malloc(n \* sizeof(struct adj\_list)); graph->visited = (int\*)malloc(n \* sizeof(int));

int i;

for (i = 0; i< n; i++) {

graph->adj\_lists[i].head = NULL; graph->visited[i] = 0;

}

return graph;

}

void add\_edge(struct graph\* graph, int src, int dest) { struct node\* new\_node1 = new\_node(dest); new\_node1->next = graph->adj\_lists[src].head; graph->adj\_lists[src].head = new\_node1;

struct node\* new\_node2 = new\_node(src); new\_node2->next = graph->adj\_lists[dest].head; graph->adj\_lists[dest].head = new\_node2;

}

void bfs(struct graph\* graph, int v) { int queue[1000];

int front = -1; int rear = -1;

graph->visited[v] = 1; queue[++rear] = v; while (front != rear) {

int current\_vertex = queue[++front]; printf("%d ", current\_vertex);

struct node\* temp = graph->adj\_lists[current\_vertex].head; while (temp != NULL) {

int adj\_vertex = temp->vertex;

if (graph->visited[adj\_vertex] == 0) { graph->visited[adj\_vertex] = 1; queue[++rear] = adj\_vertex;

}

temp = temp->next;

}

}

}

int main() {

struct graph\* graph = create\_graph(6); add\_edge(graph, 0, 1);

add\_edge(graph, 0, 2);

add\_edge(graph, 1, 3);

add\_edge(graph, 1, 4);

add\_edge(graph, 2, 4);

add\_edge(graph, 3, 4);

add\_edge(graph, 3, 5);

add\_edge(graph, 4,5);

printf("BFS traversal starting from vertex 0: "); bfs(graph, 0);

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

**RESULT: Thus, the program was successfully executed.**

| **Ex. No.:14** | **Graph Traversal** | **Date: 16/05/2024** |
| --- | --- | --- |

**Write a C program to create a graph and find the shortest path using Dijkstra’s Algorithm.**

**Algorithm:**

1. Start
2. Initialize the distance from the start node to all other nodes as infinity, except for the start node itself which is 0.
3. Create a priority queue to store nodes and their distances from the start node.
4. Add the start node to the priority queue with a distance of 0.
5. While the priority queue is not empty:
   1. Extract the node with the smallest distance from the priority queue.
   2. For each neighbor of the extracted node:
      1. Calculate the distance from the start node to the neighbor through the extracted node.
      2. If this distance is smaller than the current distance stored for the neighbor, update the distance.
      3. Add the neighbor to the priority queue with the updated distance.
6. Repeat step 4 until all nodes have been processed.
7. The distances stored for each node after the algorithm completes represent the shortest path from the start node to that node.
8. Stop

PROGRAM;

#include <stdio.h> #include <limits.h>

#define MAX\_VERTICES 100

int minDistance(int dist[], int sptSet[], int vertices) { int min = INT\_MAX, minIndex;

for (int v = 0; v < vertices; v++) { if (!sptSet[v] && dist[v] < min) { min = dist[v];

minIndex = v;

}

}

return minIndex;

}

void printSolution(int dist[], int vertices) { printf("Vertex \tDistance from Source\n"); for (int i = 0; i < vertices; i++) {

printf("%d \t%d\n", i, dist[i]);

}

}

void dijkstra(int graph[MAX\_VERTICES][MAX\_VERTICES], int src, int vertices) {

int dist[MAX\_VERTICES]; int sptSet[MAX\_VERTICES];

for (int i = 0; i < vertices; i++) { dist[i] = INT\_MAX;

sptSet[i] = 0;

}

dist[src] = 0;

for (int count = 0; count < vertices - 1; count++) { int u = minDistance(dist, sptSet, vertices); sptSet[u] = 1;

for (int v = 0; v < vertices; v++) {

if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX && dist[u] + graph[u][v] < dist[v]) {

dist[v] = dist[u] + graph[u][v];

}

}

}

printSolution(dist, vertices);

}

int main() { int vertices;

printf("Input the number of vertices: "); scanf("%d", &vertices);

if (vertices <= 0 || vertices > MAX\_VERTICES) { printf("Invalid number of vertices. Exiting...\n"); return 1;

}

int graph[MAX\_VERTICES][MAX\_VERTICES];

printf("Input the adjacency matrix for the graph (use INT\_MAX forinfinity):\n"); for (int i = 0; i < vertices; i++) {

for (int j = 0; j < vertices; j++) { scanf("%d", &graph[i][j]);

}

}

int source;

printf("Input the source vertex: "); scanf("%d", &source);

if (source < 0 || source >= vertices) { printf("Invalid source vertex. Exiting...\n"); return 1;

}

dijkstra(graph, source, vertices); return 0;

}

OUTPUT:

![](data:image/png;base64,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)

**RESULT: Thus, the program was successfully executed.**

| **Ex. No.:15** | **Sorting** | **Date:23/05/2024** |
| --- | --- | --- |

**Write a C program to take n numbers and sort the numbers in ascending order. Try to implement the same using the following sorting techniques.**

1. **Quick Sort**
2. **Merge Sort**

**Algorithm:**

1. Start
2. If the array has fewer than two elements, return it as it is already sorted.
3. Divide the array into two halves.
4. Recursively sort the two halves using Merge Sort.
5. Merge the sorted halves into a single sorted array.
6. Choose a sorting algorithm (e.g., Bubble Sort, Merge Sort, Quick Sort).
7. Implement the selected sorting algorithm.
8. Pass the unsorted array to the sorting algorithm.
9. Execute the sorting algorithm to sort the array. Obtain the sorted array as output.
10. stop

PROGRAM:

QUICK SORT:

#include <stdio.h>

void swap(int\* a, int\* b)

{

int temp = \*a;

\*a = \*b;

\*b = temp;

}

int partition(int arr[], int low, int high)

{

int pivot = arr[low]; int i = low;

int j = high;

while (i < j) {

while (arr[i] <= pivot && i<= high - 1) { i++;

}

while (arr[j] > pivot && j >= low + 1) { j--;

}

if (i < j) { swap(&arr[i], &arr[j]);

}

}

swap(&arr[low], &arr[j]); return j;

}

void quickSort(int arr[], int low, int high)

{

if (low < high) {

int partitionIndex = partition(arr, low, high); quickSort(arr, low, partitionIndex - 1); quickSort(arr, partitionIndex + 1, high);

}

}

int main()

{

int arr[] = { 19, 17, 15, 12, 16, 18, 4, 11, 13 };

int n = sizeof(arr) / sizeof(arr[0]); printf("Original array:');

for (int i = 0; i<n; i++) { printf("&%d", arr[i]);

}

quickSort(arr, 0, n 0; printf("\nSorted array:"); for (int i = 0; i &lt; n; i++) { printf("%d", arr[i]);

}

return 0;

}

MERGE SORT

#include <stdio.h> #include <stdlib.h>

void merge(int arr[], int l, int m, int r)

{

int i, j, k;

int n1 = m - l + 1; int n2 = r - m;

int L[n1], R[n2];

for (i = 0; i < n1; i++) L[i] = arr[l + i];

for (j = 0; j < n2; j++) R[j] = arr[m + 1 + j];

i = 0;

j = 0;

k = l;

while (i < n1 && j < n2) { if (L[i] <= R[j]) {

arr[k] = L[i]; i++;

}

else {

arr[k] = R[j]; j++;

} k++;

}

while (i < n1) { arr[k] = L[i]; i++;

k++;

}

while (j < n2) { arr[k] = R[j]; j++;

k++;

}

}

void mergeSort(int arr[], int l, int r)

{

if (l < r) {

int m = l + (r - l) / 2; mergeSort(arr, l, m); mergeSort(arr, m + 1, r); merge(arr, l, m, r);

}

}

void printArray(int A[], int size)

{

int i;

for (i = 0; i<size; i++) printf("%d ", A[i]);

printf("\n");

}

int main()

{

int arr[] = { 12, 11, 13, 5, 6, 7 };

int arr\_size = sizeof(arr) / sizeof(arr[0]); printf("Given array is \n"); printArray(arr, arr\_size); mergeSort(arr, 0, arr\_size - 1);

printf("\nSorted array is \n"); printArray(arr, arr\_size); return 0;

}

OUTPUT:

![](data:image/png;base64,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)

**RESULT: Thus, the program was successfully executed.**

| **Ex. No.: 16** | **Hashing** | **Date:30/05/2024** |
| --- | --- | --- |

**Write a C program to create a hash table and perform collision resolution using the following techniques.**

* 1. **Open addressing**
  2. **Closed Addressing**
  3. **Rehashing Algorithm:**

# Open Addressing:

* 1. Compute the hash of the key to be inserted.
  2. Check the computed hash index in the hash table.
  3. If the slot is empty, insert the key.
  4. If the slot is occupied, then it means a collision has occurred. In this case, move to the next slot in the hash table.
  5. Repeat the process until an empty slot is found.

# Closed Addressing (Separate Chaining):

* 1. Compute the hash of the key to be inserted.
  2. Check the computed hash index in the hash table.
  3. If the slot is empty, insert the key.
  4. If the slot is occupied, then it means a collision has occurred. In this case, add the new key to the linked list at that slot.

# Rehashing:

* 1. When the load factor of the hash table reaches a certain threshold (typically > 0.7), create a new hash table of larger size.
  2. Compute the hash of each key in the old table.
  3. Insert each key into the new table.
  4. Delete the old table.

**PROGRAM:**

1. **OPEN ADDRESSING:**

**#include <stdio.h> #define max 10**

**int a[11] = { 10, 14, 19, 26, 27, 31, 33, 35, 42, 44, 0 };**

**int b[10];**

**void merging(int low, int mid, int high) { int l1, l2, i;**

**for(l1 = low, l2 = mid + 1, i = low; l1 <= mid && l2 <= high; i++) { if(a[l1] <= a[l2])**

**b[i] = a[l1++]; else**

**b[i] = a[l2++];**

**}**

**while(l1 <= mid) b[i++] = a[l1++];**

**while(l2 <= high) b[i++] = a[l2++];**

**for(i = low; i <= high; i++) a[i] = b[i];**

**}**

**void sort(int low, int high) { int mid;**

**if(low < high) {**

**mid = (low + high) / 2; sort(low, mid); sort(mid+1, high); merging(low, mid, high);**

**} else { return;**

**}**

**}**

**int main() { int i;**

**printf("List before sorting\n");**

**for(i = 0; i <= max; i++) printf("%d ", a[i]);**

**sort(0, max);**

**printf("\nList after sorting\n");**

**for(i = 0; i <= max; i++) printf("%d ", a[i]);**

**}**

1. **CLOSED ADDRESSING;**

#include <stdio.h> #define max 10

int a[11] = { 10, 14, 19, 26, 27, 31, 33, 35, 42, 44, 0 };

int b[10];

void merging(int low, int mid, int high) { int l1, l2, i;

for(l1 = low, l2 = mid + 1, i = low; l1 <= mid && l2 <= high; i++) { if(a[l1] <= a[l2])

b[i] = a[l1++]; else

b[i] = a[l2++];

}

while(l1 <= mid) b[i++] = a[l1++];

while(l2 <= high) b[i++] = a[l2++];

for(i = low; i <= high; i++) a[i] = b[i];

}

void sort(int low, int high) { int mid;

if(low < high) {

mid = (low + high) / 2; sort(low, mid); sort(mid+1, high); merging(low, mid, high);

} else { return;

}

}

int main() { int i;

printf("List before sorting\n");

for(i = 0; i <= max; i++) printf("%d ", a[i]);

sort(0, max);

printf("\nList after sorting\n");

for(i = 0; i <= max; i++) printf("%d ", a[i]);

}

1. **REHASHING:**

**#include <stdio.h> #include <stdlib.h>**

**typedef struct Node { int key;**

**int value;**

**struct Node\* next;**

**} Node;**

**typedef struct HashTable { int size;**

**int count; Node\*\* table;**

**} HashTable;**

**Node\* createNode(int key, int value) {**

**Node\* newNode = (Node\*)malloc(sizeof(Node)); newNode->key = key;**

**newNode->value = value; newNode->next = NULL; return newNode;**

**}**

**HashTable\* createTable(int size) {**

**HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable)); newTable->size = size;**

**newTable->count = 0;**

**newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size); for (int i = 0; i < size; i++) {**

**newTable->table[i] = NULL;**

**}**

**return newTable;**

**}**

**int hashFunction(int key, int size) { return key % size;**

**}**

**void insert(HashTable\* hashTable, int key, int value); void rehash(HashTable\* hashTable) {**

**int oldSize = hashTable->size; Node\*\* oldTable = hashTable->table;**

**// New size is typically a prime number or double the old size int newSize = oldSize \* 2;**

**hashTable->table = (Node\*\*)malloc(sizeof(Node\*) \* newSize); hashTable->size = newSize;**

**hashTable->count = 0;**

**for (int i = 0; i < newSize; i++) { hashTable->table[i] = NULL;**

**}**

**for (int i = 0; i < oldSize; i++) { Node\* current = oldTable[i]; while (current != NULL) {**

**insert(hashTable, current->key, current->value); Node\* temp = current;**

**current = current->next; free(temp);**

**}**

**}**

**free(oldTable);**

**}**

**void insert(HashTable\* hashTable, int key, int value) { if ((float)hashTable->count / hashTable->size >= 0.75) { rehash(hashTable);**

**}**

**int hashIndex = hashFunction(key, hashTable->size); Node\* newNode = createNode(key, value);**

**newNode->next = hashTable->table[hashIndex]; hashTable->table[hashIndex] = newNode; hashTable->count++;**

**}**

**int search(HashTable\* hashTable, int key) {**

**int hashIndex = hashFunction(key, hashTable->size); Node\* current = hashTable->table[hashIndex];**

**while (current != NULL) { if (current->key == key) { return current->value;**

**}**

**current = current->next;**

**}**

**return -1;**

**}**

**void delete(HashTable\* hashTable, int key) {**

**int hashIndex = hashFunction(key, hashTable->size); Node\* current = hashTable->table[hashIndex]; Node\* prev = NULL;**

**while (current != NULL && current->key != key) { prev = current;**

**current = current->next;**

**}**

**if (current == NULL) { return;**

**}**

**if (prev == NULL) {**

**hashTable->table[hashIndex] = current->next;**

**} else {**

**prev->next = current->next;**

**}**

**free(current); hashTable->count--;**

**}**

**void freeTable(HashTable\* hashTable) { for (int i = 0; i < hashTable->size; i++) { Node\* current = hashTable->table[i]; while (current != NULL) {**

**Node\* temp = current; current = current->next;**

**free(temp);**

**}**

**}**

**free(hashTable->table); free(hashTable);**

**}**

**int main() {**

**HashTable\* hashTable = createTable(5);**

**insert(hashTable, 1, 10);**

**insert(hashTable, 2, 20);**

**insert(hashTable, 3, 30);**

**insert(hashTable, 4, 40);**

**insert(hashTable, 5, 50);**

**insert(hashTable, 6, 60); // This should trigger rehashing**

**printf("Value for key 1: %d\n", search(hashTable, 1)); printf("Value for key 2: %d\n", search(hashTable, 2)); printf("Value for key 3: %d\n", search(hashTable, 3)); printf("Value for key 4: %d\n", search(hashTable, 4)); printf("Value for key 5: %d\n", search(hashTable, 5)); printf("Value for key 6: %d\n", search(hashTable, 6));**

**delete(hashTable, 3);**

**printf("Value for key 3 after deletion: %d\n", search(hashTable, 3));**

**freeTable(hashTable); return 0;**

**}**

**OUTPUT:**
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**RESULT: Thus, the program was successfully executed.**
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